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Enhancing "-Approximation Algorithms
With the Optimal Linear Scaling Factor

Gang Cheng, Nirwan Ansari, Senior Member, IEEE, and Li Zhu

Abstract—Finding a least-cost path subject to a delay constraint
in a network is an NP-complete problem and has been extensively
studied. Many works reported in the literature tackle this problem
by using "-approximation schemes and scaling techniques, i.e., by
mapping link costs into integers or at least discrete numbers, a
solution which satisfies the delay constraint and has a cost within
a factor of the optimal one, that can be computed with pseu-
dopolynomial computational complexity. In this paper, having
observed that the computational complexities of the "-approxi-
mation algorithms using the linear scaling technique are linearly
proportional to the linear scaling factor, we investigate the issue
of finding the optimal (the smallest) linear scaling factor to reduce
the computational complexities, and propose two algorithms, the
optimal linear scaling algorithm (OLSA) and the transformed
OLSA. We analytically show that the computational complexities
of our proposed algorithms are very low, as compared with those
of "-approximation algorithms. Therefore, incorporating the
two algorithms can enhance the "-approximation algorithms by
granting them a practically important capability: self-adaptively
picking the optimal linear scaling factors in different networks.
As such, "-approximation algorithms become more flexible and
efficient.

Index Terms—Delay-constrained least cost (DCLC), NP-com-
plete, "-approximation, linear scaling factor.

I. INTRODUCTION

THE continuous growth in both commercial and public net-
work traffic with various quality-of-service (QoS) require-

ments calls for better services than the Internet’s best-effort
mechanism. One of the challenging issues is to select feasible
paths that satisfy the different requirements of various applica-
tions. This problem is known as QoS routing. In general, there
are two issues related to QoS routing: state distribution, and
routing strategy [1]. State distribution addresses the issue of
exchanging the state information throughout the network [2].
Routing strategy is used to find a feasible path that meets the
QoS requirements. It has been proved in [3] and [4] that the
routing problems involving the minimization of two or more
additive QoS parameters are NP-complete. In this paper, we
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focus on a relatively simplified problem: the delay-constrained
least-cost (DCLC) path-selection problem [5], defined below.

Definition 1: DCLC path selection [5]: Assume a network is
modeled as a directed graph , where is the set of all
nodes and is the set of all links. Each link connected from
node to , denoted by , is associated with
a cost and a delay . Given a delay constraint

, and a pair of nodes and , the objective of DCLC is to
find the path that has the least cost among the paths from to
, subject to .

Many QoS routing algorithms have been proposed in the
literature. The limited path heuristic proposed by Yuan [6]
maintains a limited number of candidate paths, say , at each
hop. The computational complexity is for the ex-
tended Bellman–Ford (EBF) algorithm with two constraints,
where and are the number of links and nodes, respectively.
For the particular case of two constraints, Yuan [7] studied
two EBF algorithm-based heuristics, the limited granularity
and limited path heuristics. Yuan showed that under the con-
dition of uniform mapping, the limited granularity heuristic
is optimal in the sense that it provides optimal worst-case
guarantee in finding the paths that satisfy the QoS constraints
from among all limited granularity heuristic schemes. Guo
studied the minimum-cost QoS multicast and unicast prob-
lems in [8] and [9]. He presented two efficient algorithms,
respectively, to approximate the minimum-cost QoS trees and
minimum-cost QoS unicast paths in a communication network.
For the purpose of improving the response time and reducing
the computation load on the network, precomputation-based
methods [10] have been proposed. Korkmaz and Krunz [11]
provided a heuristic with computational complexity compa-
rable to that of the Dijkstra algorithm, to find the least-cost path
subject to multiple constraints. An algorithm, called A*Prune
[12], is capable of locating multiple shortest feasible paths
from the maintained heap in which all candidate paths are
stored. For the case that only inaccurate link state information
is available to nodes, approximate solutions [13] have been
proposed for the most-probable bandwidth delay-constrained
path (MP-BDCP) selection problem by decomposing it into
two subproblems: the most-probable delay-constrained path
(MP-DCP) and the most-probable bandwidth-constrained
path (MP-BCP). A Lagrange relaxation-based aggregated cost
(LARAC) was proposed in [5] for the DCLC path problem.
This algorithm is based on a linear cost function ,
where denotes the cost, the delay, and an adjustable
parameter. It was shown that the computational complexity of
this algorithm is . In [14], a heuristic algorithm
was proposed based on a linear cost function for two additive
constraints; this is a multiple constrained path (MCP) selec-
tion problem with two additive constraints. A binary search
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strategy for finding the appropriate value of in the linear
cost function or , where

are the two respective weights of the path
, was proposed, and a hierarchical Dijkstra algorithm was

introduced to find the path. It was shown that the worst-case
complexity of the algorithm is , where

is the upper bound of the parameter . The authors in [15]
simplified the multiple constrained QoS routing problem into
the shortest-path selection problem, in which the weighted
fair queuing (WFQ) service discipline is assumed. Hence,
this routing algorithm cannot be applied to networks where
other service disciplines are employed. Widyono [16] intro-
duced a constrained Bellman–Ford (CBF) algorithm, which
deploys a breadth-first-search to locate paths of monotonically
increasing delay, while recording and updating the lowest-cost
path to the visited nodes. This approach yields the optimal
path, the least-cost path from among all the paths satisfying
the delay constraint. However, its worst-case computational
complexity is exponentially increasing with the network size.
Many researchers have posed the QoS routing problem as the

-shortest-path problem , [12]. The authors in [17] proposed an
algorithm, called TAMCRA, for MCP by using a nonlinear cost
function and a -shortest-path algorithm. The computational
complexity of TAMCRA is , where

is the number of shortest paths and is the number of con-
straints. To solve the delay-cost-constrained routing problem,
Chen and Nahrstedt [18] proposed an algorithm which maps
each constraint from a positive real number to a positive integer.
By doing so, the mapping offers a “coarser resolution” of the
original problem, and the positive integer is used as an index
in the algorithm. The computational complexity is reduced to
pseudopolynomial time, and the performance of the algorithm
can be improved by adjusting a parameter, but with a larger
overhead.

Many -approximation algorithms (the solution has a cost
within a factor of of the optimal one) subject to DCLC
have been proposed in the literature. Lorenz et al. [20] presented
several -approximation solutions for both the DCLC and the
multicast tree. Hassin [21] presented two -approximations al-
gorithms for the restricted shortest path (RSP) problem. Raz and
Shavitt [22] proposed an efficient dynamic programming solu-
tion for the case in which the QoS parameters are integers, and
a sublinear algorithm for the case in which all link costs use the
(same) function of their corresponding delays. Different from
[20]–[22], in which link costs are scaled into integers, the DSA
algorithm [23] scales the link delay into integers, and provides
a path having the cost and delay no larger than the cost of the
optimal feasible path and , respectively. Since the path
computed by [23] may have a delay larger than the delay con-
straint, it cannot guarantee a 100% success ratio.

The basic idea behind DCLC -approximation approaches is
to use some functions, referred to as scaling functions in this
paper, to approximate the link costs with bounded finite ranges,
thus reducing the original NP-complete problem to a simpler
problem that can be solved in polynomial time. In this paper,
we focus our discussion on a particular kind of -approxima-
tion algorithm, the linear scaling -approximation algorithms,
defined below.

Definition 2: A linear scaling -approximation algorithm
refers to an algorithm that can provide an -approximation
solution by first linearly increasing or decreasing the link costs,
and then quantizing them into integers. In particular, given a
nondecreasing quantization function , where

is the set of positive real numbers and is the set of posi-
tive integers, and a network in which each link is
associated with a cost , a delay , and
a delay constraint , an algorithm which yields the optimal
solution in that is an -approximation solution in

, where is constructed from by
mapping the link cost to and

is the linear scaling factor, is referred to as a linear scaling
-approximation algorithm.

As reviewed above, it can be observed that except those pro-
posed for the case in which link costs are already integers or
discrete, most -approximation algorithms, if not all, use the
linear scaling functions, e.g., . Moreover, we find
that their computational complexities are linearly proportional
to the linear scaling factor. Note that since the linear scaling
factor of all -approximation algorithms reported in the litera-
ture is linearly proportional to , their computational com-
plexities are linearly proportional to . For instance, many
-approximation algorithms use Bellman–Ford-like algorithms

(e.g., RSP [20] and DAD [23]) to find an optimal solution (the
least-cost path satisfying the delay constraint) in the network
where link costs are integers. Since the computational complex-
ities of these Bellman–Ford-like algorithms are linearly propor-
tional to the cost of the optimal feasible path (if it exists), which
is, in turn, also linearly proportional to the linear scaling factor,
the computational complexities of these algorithms are conse-
quently linearly proportional to the linear scaling factor. Hence,
our task in this paper is to minimize the linear scaling factor
so that the computational complexity of -approximation algo-
rithms can be reduced. It should be noted that although the algo-
rithms presented in this paper are tailored for the DCLC -ap-
proximation algorithms, they can be readily applied to all other
cases where linear -approximation techniques are deployed,
except those in which is used for scaling (not ). Further-
more, we analytically show that the computational complexities
of our proposed algorithms are very low with respect to those of
-approximation algorithms. Therefore, incorporating the two

algorithms into -approximation algorithms does not increase
their computational complexities, but can, in fact, effectively
reduce their computational complexities, because the optimal
linear scaling factor can always be computed by our proposed
algorithms.

It should be noted that this paper presents, to our best knowl-
edge, the first attempt at minimizing the linear scaling factor
of the -approximation algorithms. Accordingly, the optimal
linear scaling algorithm (OLSA) and the transformed OLSA
(T-OLSA) are the first two algorithms proposed specifically to
computing the optimal linear scaling factor.

II. A FRAMEWORK OF -APPROXIMATION

APPROACHES FOR DCLC

In this section, a framework for optimizing linear scaling
-approximation algorithms is presented. Observe that in an
-approximation approach, the nondecreasing quantization
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function plays the key role. Hence, Definition 3 is provided
below to formulate the set of functions that can be used to
design an -approximation algorithm.

Definition 3: Given an instance of DCLC and a nonde-
creasing function , a delay
constraint , and a network , in which each
link is associated with a cost and a delay

is constructed from by
mapping the cost of link to . If
the optimal feasible path in from the source to the
destination has a cost no greater than a factor of from that
of the optimal feasible path between the corresponding pair of
nodes in , is called a feasible -approximation
function.

Based on Definition 3, we present the next proposition, from
which feasible -approximation functions may be derived. Note
that as long as a function satisfies the next proposition, it satisfies
Definition 2 (for any ), i.e., the functions satisfying the
next proposition are universally feasible.

Proposition 1: Given any instance of DCLC, assume
there exists a nondecreasing function such that

, and for any two sets of positive num-
bers, and ,
if

(1)

(2)

imply that

(3)

then the function is a feasible -approximation function.
Proof: Given an instance of DCLC, assume an optimal fea-

sible path between nodes and is path , and the optimal fea-
sible path is after the costs of links have been scaled to integers
via the function . Therefore

(4)

(5)

By the definition of

(6)

Hence, is a feasible -approximation function.
Finding such universally feasible -approximation functions

for any instance of DCLC solely based on Proposition 1 is dif-
ficult. Instead, we focus on deriving a solution for an easier
case: find a feasible linear scaling -approximation function for

a given instance of DCLC. Since the computational complex-
ities of -approximation algorithms subject to DCLC are lin-
early proportional to the linear scaling factor , the smaller
the linear scaling factor, the better. Therefore, for the purpose
of reducing the computational complexities of -approximation
algorithms, our objective is to find the smallest linear scaling
factor.

Definition 4: Given a network , the feasible linear
scaling -approximation function that has the lowest
scaling factor among all feasible functions is called the optimal
linear scaling -approximation function.

III. OPTIMAL LINEAR SCALING FEASIBLE

-APPROXIMATION FUNCTIONS

In this section, we will analytically demonstrate how to find
the optimal linear scaling -approximation function. We first
provide the next proposition to simplify the search for a feasible
-approximation function.

Proposition 2: Given an instance of DCLC and
is a feasible -approximation function

if there exists a such that

(7)

Proof: Given any two sets of links and ,
if

(8)

(9)

then

(10)

By Proposition 1, is a feasible -approximation function.

Different from the functions satisfying Proposition 1, the
ones satisfying Proposition 2 may be only feasible to a given in-
stance of DCLC in which link costs are already given; i.e., they
may not be universally feasible. Since

and , a straight-
forward solution is . It should also be
noted that for a given may not be
feasible, since there may exist such that

(11)

Hence, we will try to compute such that , (7) is
satisfied. As shown in Fig. 1, given a link , because of the
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Fig. 1. Illustration of the feasible region of the linear scaling factor for a given
link.

discrete nature of , there are many intersections be-
tween and , and accordingly, the re-
gion for satisfying (7) is split into many intervals, which are
highlighted with bold lines. We refer to the union of these inter-
vals (of ) as the feasible region of , and these intervals as
the feasible intervals of . Therefore, our objective is to find
a point which exists in all feasible regions of links, i.e., to find

such that is a feasible function. In other words,
we need to find the that is located in the intersection of the
feasible regions of all links. From Definition 4, the smaller the

, the better. Hence, the optimal feasible linear scaling factor is
the lower bound of the intersection of the feasible regions of all
links. We numerically present the feasible intervals of a link by
the next theorem.

Theorem 3: Given an instance of DCLC,
is a feasible -approximation function if

such that

(12)

Proof: such that

(13)

Consider the case that

(14)

Consider the other case that

(15)

Therefore

(16)

Therefore, is a feasible -approximation function
by Proposition 2.

Definition 5: is feasible if is a feasible -ap-
proximation function, and is optimal if is the
optimal feasible linear scaling -approximation function. is
said to be feasible to a link if such that

(17)

Theorem 3 defines the constraints for to be a
feasible -approximation function. Since our final objective is
to minimize the computational complexity of -approximation
algorithms by finding the least feasible linear scaling factor, it
is preferable that the computational complexity introduced by
computing the optimal is trivial, or negligible, with respect to
the overall computational complexity of -approximation algo-
rithms.

Let

(18)

(19)

By Theorem 3, if is feasible, ,
where

(20)

The minimum of is the optimal . Given a link

(21)

We convert the problem of finding the optimal linear
scaling factor into computing the minimum of (21). The
remaining problem becomes designing an efficient algo-
rithm for computing the minimum. The most intuitive and
straightforward solution is to iteratively search for the fea-
sible in , where is initialized as zero
and increased by one after each iteration. Note that
and there is exactly only one interval in

for to be feasible to link
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Fig. 2. Shaded regions are the regions for � to be feasible to the corresponding
links.

. We divide into an infinite number of periods,
(each period has a fixed length

of , and the th period is from to
, for each link . For each particular

integer , we consider the shortest (smallest) period , which
is a period of the link with the largest link cost. Intuitively,
given any number of consecutive periods of any other link,
at most two of them have nonempty intersections with , as
each of them has a length larger than that of . Theoretically,
as shown in Fig. 2, since , for all

, at most two consecutive periods of link
would have nonempty intersections with one period of the
link(s) having costs . As such, we can simplify the process
of computing the minimum of (21) by the following theorem.
Denote

, and , we
can prove the next theorem.

Theorem 4: Given an instance of DCLC and , a fea-
sible -approximation function ,
exists iff , where

(22)

and is the empty set.
Proof: Note that given a link , only

when , i.e.,
is a point only when .

When

(23)

Furthermore, because

(24)

We first prove that if a feasible -approximation function
exists, then .

Given a link . Consider

the case that . By Theorem 1, if is a
feasible -approximation function, such that

(25)

If

(26)

The equation is held only when and
(it is impossible that because

and ). If

(27)

Since , if

(28)

Therefore

(29)

So, if a feasible -approximation function
exists, , where

(30)

Note that if .
We can simplify as

(31)

If , by Theorem 3, a feasible -approximation
function , exists.
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Next, we will try to find the smallest feasible based on
Theorem 4. Since is a point only when

, the point can be eliminated by checking if
is the solution (optimal ). If is feasible, the smallest

feasible in must be . Otherwise, we set

(32)

Let

(33)

The remaining problem is to compute

(34)

It should be noted that if are independent with
each other, the computational complexity of computing

could be rather high. Hence, the next theorem
is introduced to further reduce the complexity of computing

. The basic idea behind the next theorem is

to find the condition such that only one of and

has a nonempty intersection with . As
such, we can reduce the worst-case computational complexity
of computing (34) to .

Theorem 5: Given a link , if , and
, either

(35)

or (36)

Proof: When

(37)

while

(38)

Hence, either

(39)

or (40)

By Theorem 5, given a network in which , either
or , we have

(41)

only when , where is the integer
such that (41) is satisfied. Hence

(42)

In other words

(43)

Accordingly, the computational complexity of computing
a feasible linear scaling factor in becomes ,

which results from computing and

.

IV. PROPOSED ALGORITHMS FOR SEARCHING

THE OPTIMAL LINEAR SCALING FACTOR

In this section, we will propose two efficient algorithms for
searching the optimal linear scaling factor, which can be incor-
porated into -approximation algorithms to reduce their compu-
tational complexities. We first introduce the next theorem, based
on which, an upper bound on the optimal linear scaling factor
can be derived.

Theorem 6: Given an instance of DCLC, the linear scaling
-approximation solution computed with a linear scaling factor
has a cost less than

(44)

where and are the cost and the number of hops of the op-
timal feasible path of DCLC, respectively.
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Proof: Assume the optimal path of DCLC is , and the path
computed by using a linear scaling factor is . Therefore

(45)

Hence, the feasible path computed with linear scaling factor
has a cost less than .

Based on Theorem 6, the next lemma provides an upper bound
on the optimal feasible linear scaling factor of a given instance
of DCLC.

Lemma 7: Given an instance of DCLC, the linear scaling
-approximation solution computed by using a linear scaling

factor is an -approximation solution, where
is a lower bound on .

Proof: By Theorem 6, the path computed with the linear
scaling factor has a cost less than

(46)

Hence, the path computed with a linear scaling factor
is a -approximation solution.

How to compute is beyond the scope of this paper. Readers
can refer to [20] and [24] for related information. We adopt

as an upper bound on the optimal linear scaling
factor by Lemma 7.

The first algorithm, OLSA, is recommended for cases where
, either or ,

so that Theorem 5 can be applied to reduce the computational
complexity for searching the optimal linear scaling factor. As
mentioned before, we use as a loose upper bound for the op-
timal linear scaling factor. The basic idea behind OLSA is that
the optimal linear scaling factor can be found by Theorems 4
and 5 by gradually increasing the integer until reaches ,
implying that is limited by

(47)

in OLSA. Without loss of generality, we assume for
the rest of the paper, which can be achieved simply by dividing
all the link costs by .

Thus, OLSA consists of the following steps.
Step 1) Initialize .
Step 2) Apply Theorems 4 and 5 to find a feasible linear

scaling factor in
. If at the th iteration, the op-

timal feasible must be the lower bound of .
Hence, set to the lower bound of , and the
optimal feasible linear scaling factor is found. End.

Step 3) . If , go to step 4. Otherwise, go
to step 2.

Step 4) By Lemma 7, let .
Since the computational complexity of computing a feasible

linear scaling factor in
is, by Theorems 4 and 5, , and there are totally
iterations in OLSA, the computational complexity of OLSA is

(48)

It can be observed that the worst-case computational
complexity of OLSA is very low. On the other hand,
since OLSA always locates the optimal , the compu-
tational complexities of -approximation algorithms de-
ploying OLSA can be reduced, especially in some special
cases. For example, for a given network , and

is a
feasible linear scaling factor, which is independent of . As
a result, the computational complexities of -approximation
algorithms are greatly reduced when is small. Moreover, in
this case, the computational complexities become polynomial,
no longer pseudopolynomial.

Remark 1: As mentioned earlier, most -approximation ap-
proaches adopt Bellman–Ford-like algorithms, e.g., RSP [20]
and DAD [23]. Therefore, their worst-case computational com-
plexities are linearly proportional to the upper bound of the path
costs (the computational complexity of DAD is linearly propor-
tional to the delay bound). For example, given a delay bound
and an upper bound on the cost of the optimal feasible path,
the computational complexity of RSP [20] is (it should
be noted that link costs must be integers to deploy RSP). Given
a linear scaling factor and an upper bound on path costs, in
order to achieve a 100% success ratio in finding the optimal fea-
sible path with a cost less than , the upper bound is adjusted to

after all link costs are linearly scaled by . Accordingly,
the computational complexities of -approximation algorithms
are proportional to . Note that must be larger than

. Otherwise, we can prune the links whose costs are larger
than . Therefore

(49)

which implies that adopting OLSA will not increase the compu-
tational complexities of -approximation algorithms. Note that
the upper bound of adopted in this paper is ,
and in [24], efficient methods have been introduced to esti-
mate and such that , where is a constant.
For instance, the authors provided an efficient algorithm in
-OPQR (optimal QoS partition and routing) which gurantees

. Therefore, the computational complexity of OLSA
is bounded by

(50)

which is, to our best knowledge, no larger than the compu-
tational complexity of any DCLC -approximation solution,
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implying that OLSA can be adopted by -approximation
algorithms to minimize their linear scaling factors without
increasing their computational complexities. On the other hand,
since the computational complexities of -approximation algo-
rithms are linearly proportional to the linear scaling factor, their
computational complexities can be reduced by adopting OLSA.
Finally, we need to point out that since OLSA is proposed
under the assumption that is used for scaling, it may not be
directly applicable to algorithms, e.g., DSA [23] and S-OPQR
[20], in which is deployed.

Note that OLSA is not applicable to cases where
such that and . Thus,

we propose our second algorithm, T-OLSA, by first setting the
costs of the links with costs no less than to ,
and then applying OLSA.

Theorem 8: Given an instance of DCLC, construct
by setting the costs of the links in whose costs are not
less than to , and then construct from

by linearly scaling the link costs by , where is the
optimal linear scaling factor computed by OLSA in .
Assume the least-cost feasible path in is ; has a cost
in no larger than , where is the cost of the
optimal feasible path in .

Proof: Assume is the optimal feasible path of
is the optimal feasible path in , and

is the cost of in . Since is con-
structed from by linearly scaling the link costs by ,
and is the optimal feasible path of (or is the solu-
tion of an -approximation algorithm computed in )

(51)

Define as the cost of link in . Since
is the optimal feasible path in , and is con-
structed by setting the costs of the links in whose costs
are no less than to , implying that for any link

, and thus

where is the cost of in . Thus

(52)

Therefore

(53)

where is the cost of in , i.e., has a cost in
no larger than .

Thus, T-OLSA consists of the following steps.
Step 1) Set the costs of the links whose cost are no less than

as , where .
Step 2) Initialize .
Step 3) Apply Theorems 4 and 5 to find a feasible linear

scaling factor in
. If at the th iteration, the op-

timal feasible must be the lower bound of .
Hence, set to the lower bound of , and the
smallest feasible linear scaling factor is found. End.

Step 4) . If , go to step 5. Otherwise, go
to step 2.

Step 5) By Lemma 7, let and set .
Lemma 9: Given an instance of DCLC and , by letting

, a path with cost no larger than can be
found by an -approximation algorithm (with parameter ) if
T-OLSA is adopted for finding the linear scaling factor.

Proof: Assume the path computed by the -approximation
algorithm with parameter is . Therefore, by
Theorem 8

(54)

where is the cost of the optimal feasible path.
Observe that T-OLSA does not totally rely on OLSA. Since

, by Lemma 1, the computational complexity may un-
necessarily increase if is larger than . In this case, we can
directly solve the original problem (link costs are not modified)
by setting

(55)

Therefore, the worst-case computational complexity of
T-OLSA is the same as that of OLSA.

V. CONCLUSION

In this paper, having observed that the computational com-
plexity of many -approximation algorithms is linearly propor-
tional to the linear scaling factor, we have investigated the issue
of finding the optimal linear scaling factor in order to reduce
their computational complexities. Two algorithms, OLSA and
T-OLSA, have been proposed. We have analytically shown that
incorporating the two algorithms into DCLC -approximation
solutions not only does not increase, but, in fact, reduces their
computational complexities because the optimal linear scaling
factor can always be found. Besides the DCLC -approximation
solutions, our proposed algorithms can be applied to all linear
-approximation solutions in which is used for scaling. Sim-

ilarly, algorithms can also be developed for cases in which
is deployed for scaling.
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