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SUMMARY

A semantic relationship is a data modeling construct that connects a pair of classes or categories and
has inherent constraints and other functionalities that precisely reflect the characteristics of the specific
relationship in an application domain. Examples of semantic relationships inclade part-whole, ownership,
materialization and role-of. Such relationships are important in the construction of information models
for advanced applications, whether one is employing traditional data-modeling technigunes, knowledge-
representation languages or object-oriented modeling methodologies. This paper focuses on the issue of
providing built-in support for such constructs in the context of object-oriented database (OODB) systems.
Most of the popular objeci-oriented modeling approaches include some semantic relationships in their
repertoire of data-modeling primitives. However, commercial OODB systems, which are frequently used
as implementation vehicles, tend not to do the same. We will present two frameworks by which a semantic
relationship can be incorporated into an existing OODB system. The first only requires that the OODB
system support manifest type with respect to its instances. The second assumes that the OODB system has a
special kind of metaclass facility. The two frameworks are compared and contrasted. In order to ground our
work in existing systems, we show the addition of a part-whole semantic relationship both to the ONTOS
DB/Explorer OODB system and the VODAK Model Language. Copyright © 2003 John Wiley & Sons, Ltd.

KEY WORDS: semantic relationship; object-oriented database; object-orented modeling; part—whole relation-
ship; metaclass

1. INTRODUCTION

Semantic relationships—binary associations between classes or categories of objects that are more
than mere ‘named links’—are fundamental to human cognition and reasoning. Examples of semantic
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relationships are the part-whole relationship [1-5], ownership [6-9], materialization {10,11] and the
role-of relationship [12—15]. Due to their importance in human thought, they also play a pivotal role
in the construction of information models for applications. In addition to serving as a link between
a pair of classes, a relationship of this kind carries inherent semantics in the form of constraints and
other functionalities—such as inheritance, operation propagation or specialized query capabilities-—
that allow a given enterprise to be modeled more precisely [16,17]. This is the case whether one
is using traditional data-modeling techniques like SDM [18] and extended ER [19,20], knowledge-
representation languages such as Telos [21] and K-Rep {22] or object-oriented modeling methodologies
including OMT [23], Booch [24,25], UML [26-28] and Coad/Yourdon [29].

In this paper, we focus on the issue of bringing the power and expressiveness of semantic
relationships to object-oriented database (OODB) systems [30--37]. The reason for concentrating
on such systems is the popularity of object-oriented modeling techniques and the use of OODBs
as their implementation vehicles for persistent storage. While the popular object-orienfed modeling
methodologies, like OMT, UML and Coad/Yourdon, include semantic relationships as modeling
constructs, few, if any, commercial OODB systems provide intrinsic support for their use.
This engenders the unacceptable situation where in order to gain persistence for an application, some
of its sophistication in modeling the enterprise of interest must be given up. This directly contradicts
the promise of OODBs for the precise modeling of complex applications.

We present two different frameworks for incorporating semantic relationships into the repertoire
of built-in modeling primitives provided by OODB systems. These frameworks, in effect, extend
the underlying object model to include additional semantics, bringing the OODB system more
closely in line with the various object-oriented analysis and design methodologies. An application
designer wishing to use a semantic relationship is not burdened with the task of having to hand-
code constraints, integrity checks and other behavioral elements associated with the relationship.
Instead, the designer simply specifies the semantic relationship in a declarative manner {either
textually or pictorially) in the database schema. Thereafter, it is solely the responsibility of the
OO0DB system to ensure that the proper semantics of that relationship are maintained throughout the
entire lifetime of the database. For example, a ‘part” or ‘whole’ object will exhibit the appropriate
behavior from the moment it is instantiated by one application until the time it is eventually deleted by
another.

The first framework can be utilized for most existing commercial OODB systems, e.g. ONTOS
DB/Explorer (*ONTOS’ for short) [38,39], ObjectStore [39—41] and Versant [42]. It only demands that
the host OODB system support manifest type [43]. In other words, each object in the database must have
the ability to identify its class when queried. The framework primarily exploits the standard OODB
subclass inheritance mechanism to define all additional behavior befitting the semantic relationship
of interest. For example, objects that might participate in the relationship are given the means for
establishing, dissolving and modifying occurrences of the relationship. Built into these capabilities is
the guararntee that the proper semantics will be enforced with respect to any transaction. Furthermore,
objects are given the ability to respond to queries concerning the relationship, allowing for the retrieval
of related objects. _

The second framework has the more stringent requirement that the OODB system support the kind
of metaclass facility described in [44,45]. This framework utilizes a special metaclass to augment
application classes and their instances in such a way as to give them the additional functionality needed
for the semantic relationship of interest.
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Both frameworks were created to satisfy the two following major conditions. (1) They should not
cause any upheaval in the underlying OODB system. That is, there should be no need to rewrite a
portion of the system. (2) They should not alter the environment that an application developer is used
to working in. For example, it must not introduce exotic syntax into the preferred data manipulation
language of the OODB system,

The only other assumption made by our frameworks is in regard to the properties of the semantic
relationship. Specifically, we assume that it can be formally described in terms of characteristic
dimensions, each of which captures one aspect of its nature [2,5,46]. In this way, the semantics of
the relationship can be specified in an entirely declarative fashion, allowing for complete inclusion
within the OODB schema. Such analyses have previously appeared for part—whole [2], ownership
[6,9], materialization [10,11], and can be done for the role-of relationship [12-15].

To ground our work, we will demonstrate the vse of the two frameworks in incorporating the part
relationship [1-5] into existing OODB systermns. We will use the first to introduce the part relationship
into ONTOS. The second will allow us to provide the VODAK Model Language (VML) [45,47,48]
with the relationship. Both these implementations have been completed and the metaclass for the part
relationship has been distributed with VML’s standard metaclass library. The two implementations
serve to demonstrate the viability of our approach. A semantic relationship can indeed be added to an
OO0DB system without causing an upheaval and without altering the customary development environ-
ment. They also show that OODB systems can fulfill the promises of enhanced modeling capabilities.

In related work in this area, a- meta-obhject protocol has been used for the inclusion of semantic
relationships in CLOS [10]. An extensive discussion of semantic relationships and their role in data
modeling can be found in [16]. The set-membership relationship [49] has been shown to have a
significant bearing on the definition of semantic relationships.

The treatment of user-defined relationships as “first-class’ constructs in OODBs was expounded in
the seminal paper of Rumbaugh [50] and was extended in [51] and [52], both of which permit additional
constraints on the user-defined relationships. The relationship construct of [31] has been included in
the Fibonacci language [53], while that of [52] has been implemented in ADAM [54], a Prolog-based
OODB system. The SORAC model {55] utilizes relationships as a means for specifying constraints
on designs in a knowledge-based/object framework. In this paper, we present and compare a pair of
general frameworks that can be utilized for the incorporation of semantic relationships into a wide
range of available OODB management systems. A preliminary presentation of the first framework has
previously appeared in [56]. An earlier treatment of the second framework appeared in [57].

The rest of this paper is organized as follows. In Section 2, we discoss the general structure that
a semantic relationship must have in order for it to be amenable to our frameworks. We also give a
description of the part relationship. The first framework is introduced in Section 3 and its utilization
for the incorporation of a part relationship into ONTOS is discussed in Section 4. Section 5 presents
the details of our second framework. The applcation of the second framework for the VML part
relationship is described in Section 6. Conclusions appear in Section 7.

2. FORMAL STRUCTURE OF A SEMANTIC RELATTIONSHIP

In order for a given semantic relationship to be amenable to our frameworks, it must be formally
describable in terms of a coliection of what we call characteristic dimensions. Each of these dimensions
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formally denoctes the semantics of one aspect of the relationship. For example, in the case of
the part relationship (which we will describe further below), the exclusiveness dimension handles
the exclusiveness constraints associated with parts and wholes; the inheritance dimension deals with
the relationship’s property inheritance aspect.

In general, we assume an occurrence R of a semantic relationship R can be written as follows:

Rl = (dlyd29"',dﬂ) (1)

where di € Di,d2 € Da,...,d, € D, and Dy, D2, ..., D, are the domains of the respective n
characteristic dimensions of the generic semantic relationship R. The d; together denote the entire
semantics for the occurrence R; of the semantic relationship R. For example, 41 might denote the
exclusiveness constraint that Ry must exhibit, while, say, d3 is a specific property to be inherited via R).
The part—whole semantic relationship (part relationship, for short) is composed of four characteristic
dimensions: (1) exclusiveness, (2) multiplicity; (3) dependency; and (4) inheritance. The formal
structure of a part relationship between the ‘part class’ B and the ‘whole class’ A is as follows [2]:

Pp.a={x%26,(T, A, @)

where yx, «, § and (T, A, ®) are the values of the four respective dimensions. It should be noted
that the value of the final dimension, inheritance, is defined to be a triple itself. Instead of formally
describing the interpretations of the various dimensions, we will briefly discuss each of them in an
informal fashion in the following. A formal presentation can be found in [2].

The exclusiveness dimension provides constraints dealing with the distribution of parts among
wholes. An example would be a power boat having its engine exclusively at any one time: no other boat
would be allowed to have that same engine simultaneously, just as we would expect. Such a constraint
is called global-exclusiveness. Our model also supports a variation called class-exclusiveness [2,58],
as well as sharing, where a given part can be a constituent of any number of wholes concurrently.

- The multiplicity dimension specifies the number of parts of a certain kind that can be used in the
construction of a whole. For example, a power boat may be defined to contain up to two engines. On the
other hand, lower-bound constraints in this dimension can be used to capture essentiality among parts
and wholes. The table of contents and index may be modeled as essential parts of a book. As another
example, journal articles may be constrained with a (3, 10)’ section mu1t1p11c1ty meaning that any
article must have at least three sections and at most ten.

The dependency dimension deals with the deletion semantics of parts and wholes, i.e. the way
the deletion operation is propagated between such objects. The deletion of the whole may imply the
deletion of one or more of its parts or vice versa. As an example, the existence of a bicycle may be
predicated on the existence of a constituent frame. If the frame is deleted from the database, then the
bicycle should also be deleted. In the other direction, the deletion of a large CAD/CAM structure in its
entirety may imply the deletion of the structure’s constituent objects.

The inheritance dimension specifies which properties are inherited by the whole from the part, or the
other way arcund, and how the inheritance takes place. As we have discussed in [59,60], there is a great
deal of subtlety that distinguishes part—whole inheritance from ordinary subclass (IS-A) inheritance in
OO0DB schemata. Among the distinctions is the fact that part—whole inheritance has both a schema-
level (i.e. intensional) aspect and an instance-level (i.e. extensional) aspect. A power boat, in general,
has the property ‘horsepower’ by dint of its having engines; a specific boat has the horsepower of the
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Vehicle
manufacturer
vehicleld
Car Boat
/horsepower /horsepower

4\ (horsepower) /} (+[horsepower])

0.2

Engine

horsepower

Figure 1. Example OODB schema with part relationships.

engine that happens to be installed in it. Moreover, if the boat is capable of having multiple engines,
then its overall horsepower is the sum of the horsepowers of its engines.

An example OODB schema, containing a part schema, is shown in Figure 1. The schema is drawn
using a variation of the OMT notation [23,61]. A part relationship is a line connecting the part class
with the whole class. The whole class is distinguished by a diamond at the end of its line. The schema
contains four classes: Vehicle, Car, Boat and Engine. Both Car and Boat are subclasses of Vehicle and,
therefore, inherit its two properties manufacturer and vehicleld. There are two part relationships: one
between Engine and Car and the other between Engine and Boat. Both exhibit global exclusiveness as
denoted by the large X’s adorning the lines. Car’s relationship with Engine is single-valued (indicated
by the open circle near Engine), meaning that a car can have no more than one engine. On the other
hand, a boat can have up to two engines which is denoted by the full circle near Engine and the ‘0..2°
range value.

For conciseness, we have omitted any other classes that might have part relationships to Car and Boat
(as indicated by the ellipsis). We have also kept the number of intrinsic properties low. Vehicle has two,
as noted above. Car and Boat do not have any. The class Engine has one intrinsic property: the attribute
harsepower. Both Car and Boat inherit Vehicle’s two properties via ordinary subclass inheritance.
Furthermore, they both inherit Aorsepower (as denoted by the ‘/’ preceding it) via their respective
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part relationships. The labels ‘4 (horsepower)’ and *t{+[horsepower])’ on the part relationships will be
explained in Section 4.1.

3. THE FIRST FRAMEWORK FOR ADDING A SEMANTIC RELATIONSHIP TO AN
OO0DB SYSTEM

Qur first framework for incorporating a semantic relationship into an QODB system was influenced by
the original Object Database Management Group (ODMG) standard [32,36] as utilized, for example,
by ONTOS. In that arrangement, which can be called persistence via inheritance, a special ‘root class’
is introduced (e.g. in the system library) to serve as the root of the persistent hierarchy [62]. It defines all
the behavior needed to satisfy the notion of persistence. For example, the class would typically define a
‘put object’ method that causes the target object to be written to the database. Any class whose instances
are meant to be persistent must be derived, either directly or indirectly, from the persistent root class.
Objects, therefore, acquire their persistence (behavior) via inheritance from this root. ODMG calls this
root class Persistent_Object, while ONTOS calls it OC_Object* [38].

In our framework, a special root-class provides all the functionality necessary for objects to
participate in the semantic relationship of interest. For example, in the case of the part relationship
[1-5], whose implementation we will be focusing on, a class called PartWholeObject would define the
behavior (methods) necessary for abjects (more specifically ‘parts’ and ‘wholes’) to establish, dissolve
and mmodify part—whole connections among themselves. It would also furnish query methods that would
allow the flexible retrieval of related parts and wholes. These methods would be entirely responsible
for ensuring that any activity carried out with respect to the part relationship is done in accordance
with the desired part semantics. As such, no burdensome hand-coding of integrity checks would fall
on the shoulders of an application designer. The designer declares the intended part semantics with the
assurance that the semantics will be maintained by the OODB system.

In general, for a semantic relationship R, a root class defining its associated generic behavior is
added to the OODB system’s class library. Its name will have the form RR'Object, where R’ denotes
the converse relationship of R. The name is used to convey the fact that objects participating in the
R (binary) semantic relationship can potentially do so in the role on either side of the relationship.
For the part relationship, the root class is denoted PartWholeObject. Objects participating in part—
whole connections must be instances of classes that are derived from PartWholeObject. Such objects
can be parts or wholes or both depending on the specific relationships. An engine, for example, is part
of a car, but an engine also has its own parts. Hence, an engine is both a part and a whole object or,
as the root’s name conveys, an engine is a ‘PartWholeObject’. Of course, some objects may only be
parts and others may only be wholes. In the case of the ownership relationship [9], the root class would
be OwnerOwnedObject: some objects play the role of owner, some play the role of owned object and
some may play both roles.

The class RR'Object and its relation to a pair of application classes, A and B, connected via
the semantic relationship R is shown in Figure 2 using an OMT-like notation. {The R relationship
connecting B to A is drawn as a dashed arrow labeled with *R’.) The class RR Object defines the set

FWe will forgo the prefix and just refer to it as Object from here on.
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RR'Object

Methods: th, B2,..., 5

A B

Methods: o, @, ..., 0y Methods: 71,72, ..« Vn

Figure 2. The root class RR'Object and its relation to application classes participating in semantic relationship R.

of behaviors (methods) 8 = {1, Ba2. ..., A} that is required for participation in the relationship R.
Therefore, both A and B must be defined as subclasses of RR'Object in order for them to inherit
the set of methods 8 and, in turn, endow their respective instances with the appropriate behavior for
participating in the R relationship. This behavior augments the intrinsically defined sets of behaviors
o = {o,02,..., ¢t and y = {y1,92,..., ¥a} of A and B, respectively. We show an example of
this scenario in Figure 3, where instances (objects) of A and B are drawn as rounded rectangles.
Each instance of B is connected to one or more instances of A via occurrences of the relationship
R (drawn as wavy arrows). Such connections are established via a method in 8, provided originally
by RR'Object. In fact, all manipulations of such connections (like creating, deleting, updating and
querying) are defined by 8.

Of course, in a database design tool it would not be necessary to explicitly show the subclass
relationships connecting the application classes A and B to the root RR'Object as in Figure 2.
These subclass relationships can be inferred from the R relationship linking B to A.

Because the object behavior associated with a semantic relationship R is specified generically at the
level of the root class RR'Object, it is necessary that the database schema’s entire set of occurrences of
the R relationship be run-time accessible. (We will use the term °R-schema’ to denote the entire set of
occurrences of the R relationship or, equivalently, that subschema which is the edge-induced subgraph
[63,64] of the overall OODB schema with respect to R.} This allows for the proper maintenance of
the semantics with respect to specific R relationships. For example, is it acceptable to attach a given
engine to a given car? Will such a connection violate a declared exclusiveness constraint? A program
might attempt to attach a door to an engine! A consultation of the R-schema will reveal that no such
attachments are permitted.

The database’s R-schema is made available at run-time by augmenting the QODB system’s data
dictionary with an additicnal class called R-Relationship. Each R relationship appearing in the
application schema is represented by an object r that is an instance of R-Relationship in the data
dictionary (hence the class’s name). Such an object r is, in effect, the formal description of its
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Figure 3. Instances of application classes A and B connected via relationship R.

corresponding R relationship, containing some declarative form of the relationship’s semantics®.

~For-example; r-would-have the properties-source=class-and-target-class-denoting; respectively, the-—--oos et

source class and target class of the relationship. Additionally, r would have separate properties—and
associated access methods—to hold each characteristic dimension value d; from Equation (1). As an
illustration, we show in Figure 4 the mapping of the R relationship connecting class B to class A
(Figure 2) into its data dictionary representation. The dotted arrow denotes ‘is an instance of”.

$Note that this is consistent with the common practice of OODB systems where, data dictionaries often comprise classes whose
instances represent the various components of the O0DB schema like its classes, attributes, methods, eic. ONTOS, for example,
has a data dictionary of this form.
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Application Schema { Data Dictionary
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(R-Relationship)
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e R __ —_— Source Class: B
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(Values of Characteristic
dimensions)

Methods

Figure 4. Representation of the R relationship from B to A as an object in the data dictionary.

Overall, the extension of R-Relasionship is the entire R-schema. It is not necessary that
R-Relationship be an actual constituent of the system’s data dictionary. In fact, it could simply be
another application class that functions in the capacny of a meta-level class. We make no assumption
about any special access features for it.

For example, in the case of the part relationship, the data dictionary class would be PartRelationship.
Instances of PartRelationship would each denote a single occurrence of the part relationship in the
schema. Such an cbject would contain the values of ail its part relationship’s dimensional data:
exclusiveness, multiplicity, dependency and inheritance (see Section 2). We stress that in order to
use our methodology for a semantic relationship R, a formal dimensional decomposition of R’s
semantics is needed. Such analyses have appeared for parts [2], ownership [6,9] and materialization
[10,111.

It is important to distinguish the purpose of the two classes RR'Object and R-Relationship. The root
class RR'Object defines additional behavior {and implicit structure) for objects that are designed to
participate in the semantic relationship of interest; it directly provides this functionality via ordinary
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subclass inheritance (see Figure 2). On the other hand, the class R-Relationship in the data dictionary
maintains detailed information about each R relationship in the OODB schema using a separate
instance (see Figure 4). Overall, the extension of R-Relationship is the R-schema of the entire OODB
schema. This arrangement differs from previous proposals (e.g. [50,52]) in that actual R-connections
between objects are not maintained as objects themselves. Only the schema-level R relationships
connecting pairs of classes appear in the database in the form of objects (within the data dictionary),
This avoids the proliferation of objects that are required to represent the numerous cbject-to-object
(i.e. instance-level) occurrences of the various R relationships. An R-connection between a pair of
objects is maintained within the scope of those objects by utilizing the behavior and structure provided
by RR'Object.

In addition to the classes RR'Object and R-Relationship, the framework also requires a pair of
utility programs to complete the integration. The first program, called LoadRSchema, is responsible
for populating the extension of the class R-Relationship before the actual underlying QODB—
corresponding to the schema—can itself be populated. That is, it must load all the information
concerning R relationships from some source schema specification, which could be a special text file
or a diagram. For simplicity, we chose the text-file option in our integration of the part relationship
into ONTOS, described in the next section. (Of course, a simple extension to a diagramming tool
like ObjectMaker [65] could serve the same purpose.} Additionally, the LoadRSchema program is
responsible for gnaranteeing the integrity of the configuration of the R relationships appearing in
the schema. For example, a cycle in the R-schema may not be permitted. It would be the job of
LoadRSchema to test for this condition and raise an error if it were detected.

The second program is called the R-preprocessor. There are typically aspects of the semantic
relationship R that must be maintained directly in the definition of classes that participate in the R
relationship, but cannot be inherited from RR'Object. Such aspects may include R’s creation semantics
and inheritance behavior, particularly when the implementation is in the context of a C++-binding [33]
with the OODB system. In order to properly incorporate these, it may be necessary to alter the class
definitions themselves. This is done using the R-preprocessor. We do not permit these alterations to
constitute any special syntactic or operational extensions. Fortunately, they are often just the addition
of some new methods, which can be done in a straightforward manner. Our experience is that the
preprocessor is not difficult to produce. The R-preprocessor typically needs to consult the extension
of class R-Relationship. Therefore, this preprocessor step is defined to come after the use of the
LoadRSchema program.

To summarize, our methodology for the incorporation of some semantic relationship R into an
existing OODB system consists of the two following major components.

1. A ‘root’ class, called RR'Object, from which all classes whose objects participate in the semantic
relationship must be derived. '

2. A data dictionary class, called R-Relationship, that is used to provide run-time accesmblhty to
the occurrences of the semantic relationship that appear in the OODB schema.

Additionally, a pair of support programs, LoadRSchema and R-preprocessor, will also be required.
Note that this first framework only assumes that the underlying OODB system supports manifest
type [43]. In the next section, we will show how this approach allows for the inclusion of useful part—
whole functionality into the QODB system. For example, we will see how a whole obJect can retneve
all its parts, or how an attribute can be inherited along a part link.
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4. ONTOS PART RELATIONSHIP

In this section, we describe the specific components that make up the implementation of the
part relationship in the context of the ONTOS OODB management system. We present the data
dictionary class PartRelationship and the program LoadPartSchema. Next, we describe the root
class PartWholeObject and the Part Preprocessor. This closely resembles the ordering in which an
application designer is likely to utilize the components as an application is being built.

ONTOS uses C++ as its primary data definition and manipulation language. For this reason, any class
definitions or code fragments that we present will be specified in C++. Every ONTOS database contains
a data dictionary comprising a group of system-defined classes, the instances of which maintain run-
time accessible information about all application classes. One of the classes in this group is Typel,
which ONTOS uses to support manifest type. An instance of Type represents a single application
class in the schema; such an instance contains the name of its corresponding class and other relevant
information. Overall, the extension of Type is the entire set of classes in the schema. Each object in
an ONTOS database is inherently endowed (at creation-time) with a reference to the instance of Type
representing its class. As such, any object can be directly queried in order to retrieve its type.

4.1. The class PartRelationship

The class PartRelationship enhances the ONTOS data dictionary with information about all the part
relationships appearing in the given OODB schema. Each of its instances denotes exactly one of the
schema’s part relationships (see Figure 4). Information about a specific part relationship between two
classes can be obtained at run-time by guerying one of these objects.

The public interface for PartRelationship is shown belowl. There we see eight methods that
permit access to the values of the dimensional data for a specific part relationship. Also note that
PartRelationship is a subclass of Object, making the part relationship information persistent.

c¢lass PartRelationship: public Object
{
public:
char* partClassName (vcoid);
char* wholeClassName (void} ;
exclusiveness t exclusiveness(void);
int minMultiplicity(veid);
int maxMultiplicity(wvoid);
dependency t dependency {void};
gat_of_ inherited_properties upSet (void);
set_of inherited_properties downSet (vcoid);

1i

The first two methods partClassName and wholeClassName return the names of the two
classes related by the part relationship: namely, the part relationship’s part class and whole class,

Twe omit the prefix “OC”.
I For the sake of brevity, we have omitted some additional utility methods.
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respectively. Exclusiveness provides the value of the exclusiveness dimension of the part
relationship. Possible values are GLOBAL EXCLUSIVE, CLASS_EXCLUSIVE and SHARED [2].

minMultiplicity and maxMultiplicity return the values of the multiplicity dimension.
A value of zero for the maximom multiplicity is interpreted as infinity, meaning that there is no upper-
bound restriction on the number of parts (from the specific part class) that can relate to a whole (from
the related whole class).

The value of the part relationship’s dependency dimension is retrieved via dependency. Potential
values are PART_ON_WHOLE (if the whole is deleted, the part is deleted too}, WHOLE_ON_PART
(if the part is deleted, its whole goes as well} and NIL (indicating a lack of dependency semantics for
the part relationship). '

upSet and downSet deal with the inheritance dimension of the part relationship. We use the term
‘upSet’ to denote the set of properties that are inherited by a whole class from its associated part class
in a particular relationship. The term “up’ denotes the movement from the part to the whole. The upSet
of a part relationship can be empty, indicating that there is no upward inheritance with respect to that
part relationship. The term ‘downSet’ is defined analogously: it is the set of properties that are inherited
by the part class from the whole class, upSet and downSet must be disjoint to avoid circular definitions.

According to our theory, each inherited property has an associated operator that is applied when an
instance-to-instance transfer of data values occurs. In order to capture this, we declare the elements of
upSet and downSet to be pairs (p_name, op), each consisting of a property name p.name and an oper-
ator op. The interpretation of a pair (p_name, op) in the upSet is as follows. The propetty p_name is in-
herited by the whole class from the part class and the operator op is applied when a propagation of data
occurs to a whole from its part(s) with respect to p.name. An element of the downSet is interpreted sim-
ilarly. Presently, we provide a fixed set of potential operators for a schema designer to choose from (e.g.
arithmetic sum). Theoretically, though, any symmetrical operator is a viable choice for this role [2,60].

As an example, let us refer back to Figure 1. The classes Car and Boat both inherit the property
horsepower through their respective part relationships with Engire. However, Car’s is an ‘invariant’
inberitance: the value of the horsepower for a given car is identical to the value of the horsepower for
its part engine. This information is conveyed by the label ‘1 (horsepower)’ on the part relationship,
with ‘4’ denoting the direction of the inheritance. In this case, the operator op is simply the identity
operator for the data type of horsepower at Engine. In other words, no transformation of the value
takes place. This is denoted by the absence of any operator symbol. In contrast, Boa?’s is an ‘additive
transformational” inheritance: the horsepower of a boat is the sum of the horsepowers of its constituent
engines [60]. In this case, the operator is denoted by the ‘+’ prefixing ‘[horsepower]” in the label on
the part relationship between Engine and Boat.

In ONTOS, before a database can be populated all the information about the database’s schema
must be loaded into the data dictionary, consisting of the class Type among others. ONTOS provides
a program called classify that performs this task. It takes as its input C++ header files containing class
definitions and creates instances of Type (and other classes), effectively loading the entire schema—as
data-—and making it available at run-time.

Our program LoadPartSchema performs the analogous task of loading the ‘part schema’ into the
database. It creates one instance of PartRelationship for each part relationship that appears in the
schema. LoadPartSchema is also responsible for doing consistency checks that ensure a viable part
schema. The input to LoadPartSchema is a file, called the ‘part schema file’, containing the simple
textnal specifications of all part relationships.
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4.2. The class PartWholeObject

After declaring in the part schema file that a class A participates in a part relationship, it is then
necessary to derive A from the class PartWholeObject, which will endow all instances of A with the
behavior required to be parts or wholes. This is true for classes that serve only as part classes (i.e. leaves
of the part hierarchy), only as whole classes (i.e. roots of the part hierarchy) or as both (i.e. interior
nodes of the hierarchy). In practice, we expect that a significant percentage of the classes will appear
as both part and whole classes with respect to different part relationships, with their instances playing
the simultaneous roles of parts and wholes. If a class is a leaf (i.e. it has no parts), its instances will not
utilize the functionality appropriate to wholes, such as the retrieval of their parts.

The definitions of the classes from Figure 1 are given below, showing derivations from
PartWholeObject:

class Vehicle: public Objeact

public:

string manufacturer (veid);

void set_manufacturer(string aManufact);
int wvehiclelId({void) ;

void set_vwvehicleId({int aVehicleId);

}i

class Car: public Vehicle, PartWholeCbject

{
bi

class Boat: public Vehicle, PartWholeQObject

{
}i

class Engine: puklic PartWholeObject

{
public:
int horsepower (void} ;
void set_horsepower (int aHorsepower};

}i

The class Vehicle is defined as a subclass of Object, meaning that its instances can be persistent.
The classes Car, Boat and Engine are all defined as subclasses of PartWholeObject. This implies that
instances of those three classes can participate in part relationships and be made parts and wholes with
respect to each other in accordance with the schema. In other words, cars, boats and engines exhibit
the behavior of parts and wholes. Car and Boat are additionally subclasses of Vehicle and inherit its
properties.

As mentioned above, we have omitted the intrinsic properties from the definitions of Car and Boat.
Vehicle has the intrinsic properties manufacturer and vehicleld. (Note that the class definitions only
display the public interfaces; namely, the reader and writer methods for the properties.) Engine has the
property horsepower. It should be noted that the inheritance of horsepower by Car and Boat is not
shown at the moment. This issue will be discussed further below.
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Due to the subclass relationships between Car and Vehicle and between Boat and Vehicle, we
could alternately declare Vehicle itself to be a subclass of PartWholeObject. In that case, the direct
derivations of Car and Boat from PartWholeQObject would be unnecessary, as the two classes would
inherit their part/whole capabilities via Vehicle. We chose the above specification to demonstrate what
the multiple inheritance from PartWholeQObject and another class would look like, Moreover, if we
were to define Vehicle as a subclass of PartWholeObject, then all vehicles wouid have the potential
of being decomposed into parts within the OODB. While that is fine for the schema shown, it may
not be desired if the schema were expanded to include other kinds of vehicles. For example, one may
wish to include motorcycles in the database, but not maintain their explicit part decompositions. In that
situation, there is no reason to endow motorcycles with part/whole functionality by inheritance from
Vehicle.

The public interface for PurtWholeObject, which contains six methods, is as follows:

class PartWholeObject: public Object

{
public:
Beool addPart (PartWholeObject *aPart);
Beool removePart (PartWholeObject *aPart);
Bool replacePart (PartWholeObject *oldPart, PartWholeObject *newPart);
set_of_ PartWholeObject getParts(void);
set_of_ PartWholeCbject getWheles (void) ;
void deleteQbject {(Bool deallocate);

i
The methods defined here by PartWholeObject constitute the minimal set of behaviors required by
any part—-whole model incorporating our characteristic dimensions as described in Section 2. If these
behaviors are not made available, then the semantics of parts and wholes cannot be properly maintained
by the OODB system. As defined, these behaviors are invoked with respect to a whole object in order to
create, delete, update and query part connections. Part—whole dependency semantics are also captured.

addPart creates (if allowable) a part—whole connection between the given part object and the target
object, which then becomes the whole object in the relationship. removePart dissolves a connection
between a whole and a part. replacePart is the atomic operation defined as removePart
followed by addPart. Inherent in these behaviors are the integrity checks that guarantee the proper
maintenance of the semantics of the prescribed part relationships—making OODB parts behave like
real-world parts. As an example, addPart will not allow a car to be connected to a boat and it will
not allow three engines to be connected to a boat (see the schema in Section 2). Such decisions can
be readily made by consulting the instances of PartRelationship in the data dictionary. {The details of
the algorithm that addPart implements can be found in [59].) These integrity services are provided
without the need for an application designer to write specific code. This is an example of the power
of our framework. Simple declarative specifications in the four characteristic dimensions result in a
complex behavior mirroring the expected real-world behavior. '

No explicit ‘add whole’ operation is included to complement addPart because, in our view, the
construction of objects with respect to part hierarchies is inherently a bottom-up process: wholes are
built up from lower-level parts. However, an operation ‘add whole’ is invoked implicitly by addPart.
Therefore, to implement addWhole (a, b}, simply apply addPaxrt (b, a}.

The part connections that a given object is involved in can be queried with the use of getParts
and getWholes. getParts returns the entire set of immediate parts of the target object. To obtain
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a ‘parts explosion’ of an object to a certain depth or an unlimited depth, this method can be applied
recursively. getWholes is defined analogously.

deleteObject is invoked with respect to an object when that object is to be deleted from the
database. delete0bject encodes the combined deletion semantics of all the target object’s various
part relationships, including, for example, the antomatic propagation of the deletion operation to all
other part and whole objects that are dependent on the target [59].

4.3. The part preprocessor

The final component of the part relationship software for ONTOS is a preprocessor that operates on
the class definitions (i.e. C++ header files) of an application. The preprocessor has two primary chores
that involve the angmentation of the definitions of classes participating in the part hierarchy: (1) the
inclusion of code that ensures the legitimate creation of parts and wholes; and (2) the inclusion of
reader methods for the properties inherited via part relationships. We discuss these two issues in the
following.

4.3.1. Creating parts and wholes

The semantics of part relationships must be maintained throughout the entire lifetime of any object
starting at its “birth’. The creation semantics of the part relationship comprise two major constraints.
The first concerns the multiplicity dimension—no whole should initially have too few or too many
parts of a given type. The second constraint involves exclusiveness—no whole should initially have a
part that is already exclusively held by another whole.

In the C++/ONTOS environment, it is difficult, if not impossible, to extend the ordinary object-
creation facility in order to enforce correct part—whole creation semantics. Instead, the preprocessor
directly installs an ‘object generation’ (static) method make in each class of the part hierarchy.
This method’s parameters are defined to be those of the class’s constructor in addition to one for the
initial set of parts for the new object. When invoked, make creates an object that is guaranteed to satisfy
the part semantics from the outset; if it detects a potential violation, then it aborts the instantiation.

The following demonstrates the use of make for the classes Engine, Car and Boat™:

Engine::make (300, {});:
(2} Engine *eng2 Engine::make (1250, {});
(3} Engine *eng3 = Engine::make (1250, {});
(4} Car *car = Car::make ("Chevrolet", 7417, {engll});
{5} Boat *boat = Beoat::make ("Hatteras®, 98568, {eng2, eng3});

(1) Engine *engl

At line (1), an instance of Engine is created having a horsepower of 300. The empty braces denote the
empty set, meaning that no parts are to be initially installed in the new engine. (Our sample schema
indicates no part decomposition‘for Engine—any parts passed to make in this context would fead to a
failure.) Lines (2) and {3) each show the creation of a new engine having 1250 horsepower. Line (4)
creates a new instance of Car (with manufacturer Chevrolet and vehicle ID 7417} and installs ‘engl’

**The sets of parts included as arguments to make would technically need to be instantiated. We omit this and just use the
customary set notation.
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as its part. At line (5), a boat is created having the two engines ‘eng2’ and ‘eng3” as parts (and Hatteras
as its manufacturer and 98568 as its ID).
If line (5) were changed to

Boat *boat = Boat::make ("Hatteras", $8568, {engl, eng3i}):

then the creation of the new boat would have failed due to the fact that ‘engl’ is currently installed in
the car.

If a part relationship has a minimum multiplicity min greater than one, then the set-of-parts argument
to make must contain at least zain such parts, make will not allow the new whole object to come into
existence with a violation of this constraint.

4.3.2. Part—whole inheritance

A property inherited via a part relationship should be accessible in the same way as an intrinsic
property. The application programmer should see no distinction between the two. For example, we
would like to obtain the value of the property horsepower for the car we have created above as follows:

car->horsepower () ;

The problem is that no reader method for horsepower appears in the public interface for Car, even
though the inheritance was declared in the part schema file. Therefore, the compiler will flag this
statement as an error. .

To avoid this problem, the preprocessor augments the definitions of any classes that have been
declared to receive properties via part inheritance. After the part schema load step, the preprocessor is
called upon to scan the entire extension of PartRelationship looking for inheritance situations. When it
finds one, it appends an appropriate reader method to the proper header file. In general, the form of
such a method for an inherited property looks like

<property type> <property name>{void)

// Computation and return of value here.

H

The method’s name, which is identical to the name of the inherited property, is obtained directly from
the part schema. The same is true for the required computation, which we show above in a comment.
The return type of this method (i.e. the inherited property’s type) is obtained by examining the source
property. Note that access to inherited property values is done ‘lazily’ (i.e. on demand).

In the following, we demonstrate the way the inherited property horsepower is accessed for a car
and a boat. It should be noted that it is exactly the same as accessing ordinary properties.

{1l) cout << car-shorsepower{);
{2) cout << boat->horsepower();

At line (1), the value prinied is 300, the value of the horsepower of ‘engl’ which is currently installed
as the car’s part. On the other hand, line (2) produces 2500 because the boat has two engines, ‘eng2’
and ‘eng3’ and the value is defined to be the sum of the horsepowers of the constituent engines.
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Figure 5. A class, its instance type and a class instance.

5. THE SECOND FRAMEWORK: METACLASS-BASED SYSTEMS
5.1, Metaclasses, classes and objects

The second framework for integrating a semantic relationship into an OODB system is based on the
notion of metaclasses as defined in [44,45]. Any target system must be equipped with a metaclass
facility of that kind in order for this framework to be applicable. One such system is VML, whose data
model and metaclass facility are described in the following.

A class in a VML database schema serves as both an object generator and a container for its extension
(i.e. the set of all objects that it has created) [37]. However, a VML class does not directly define the
structure and behavior of its instances. This is done by an associated object type, called the instance
type of the class. This association is depicted in Figure 5, where we use a parallelogram to denote
the instance type and a dotted arrow to denote ‘is an instance of’. Note that the set of behaviors u
(and structure) is ‘passed through’ the class from the instance type to the instances.

The notion of a metaclass arises from the fact that classes themselves are considered objects in VML
(cf. Smalltalk [66]). Each class is an instance of what is referred to as a metaclass. Like an ordinary
class, a metaclass has an instance type that defines the behavior of 1ts instances, which in this case are
classes. In addition, a metaclass can have a second associated object type, called an instance—instance
type [44,47], that affects the instances of the classes which are the immediate metaclass instances. If we
stack up the concepts of metaclass, class and (non-class) object into three distinct levels (Figure 6), then
we can say that an instance type has an effect one level below where it is utilized, whereas an instance-
instance type has an impact two levels below. Under this arrangement, the behavior of an object is
defined in two separate places: at the instance type of its class and at the instance—instance type of its
class’s metaclass. This is illustrated in Figure 6.
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Figure 6. Three levels: metaclass, class and object.

One advantage of this approach is the fact that certain desired features can be given to all instances
of a group of classes, without forcing those classes to be ancestors or descendants of each other in the
subclass hierarchy. If the features are those required for participation in a semantic relationship, then
the metaclass effectively introduces that relationship into the schema. Using that same metaclass in
other schemas then adds the semantic relationship to the object model of the system. This is the basic
idea underlying our second framework. More details are provided in the next section.

5.2. ‘Semantic relationship metaclass

Suppose that we wish to incorporate the semantic relationship R into the OODB system, where R has
the multidimensional structure described above. A new metaclass is introduced into the system with a
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name of the form RObjectR Object. As with all metaclasses, there will be an associated instance type
and instance—instance type.

The main purpose of the instance type of the semantic relationship metaclass is to endow classes with
the ability to directly store information about the semantic relationships R in which they patticipate.
In other words, a class participating in a semantic relationship will hold the values of the characteristic
dimensions of that relationship. That information is made available at run-time via a query to the class
itself.

This aspect of the instance type serves the same purpose as the class R-Relationship from the first
framework., Where R-Relationship augmented the data dictionary in order to store the information
about the entire R-schema, the metaclass’s instance type alters the structure of the application classes
themselves. In the first framework, the R-schema is in the data dictionary; in the second, it is stored in
a distributed fashion among the application classes that participate in it. This arrangement effectively
eliminates the need for a LoadRSchema program, because all the details of the R relationships can be
specified directly in the class definitions. However, the dimensional data still must be ‘loaded’ into the
classes (as they are objects) after their creation. This is done with additional methods defined at the
metaclass’s instance type and invoked by the system at the class-creation time.

The instance type of the metaclass also accomplishes a task allocated to the R-preprocessor in
the first framework; namely, that of installing the object-generation method make in the classes.
This method functions in exactly the same way as in the first framework: it creates objects and ensures
that the R relationship’s creation semantics are adhered to.

The role of the instance-instance type is analogous to the root class RR' Object. It supplies the objects
(i.e. instances of classes) with the capability of actually participating in R relationships. Behavior is
defined for connecting, disconnecting and reconnecting the objects via the R relationships, with the
integrity of the semantics of the prescribed relationship dimensions inherently guaranteed. Retrieval of
related objects is also supported. The major difference here is that a class does not need to be defined
explicitly as derived from some root. It must simply be denoted as an ‘instance’ of the particular
metaclass. No multiple inheritance configuration is required in the application schema.

The instance—instance type also serves to carry out another function of the R-preprocessor (from the
first framework) and thus eliminates its need from this second framework entirely—handling the
inheritance that might take place along the R relationship. In our first framework, the R-preprocessor
augmented class definitions to include methods for accessing inherited properties. The preprocessing
was necessary to avoid any compile-time errors. In VML, however, missing method definitions are
never considered compile-time offenses. Instead, they are trapped at run-time.

To see what we mean by this, assume that we have an object O that is an instance of the
class C'. Assume further that the method get prop is not defined for C. Now, consider the following
statement:

O->get_prop(];

Ordinarily, we would expect this statement to cause a compile-time error. In VML, a run-time exception
is raised. This exception is caught in such a way as to generically carry out all the different inheritance
behaviors that may be associated with relationship R. Any invalid invocations of methods against an
object participating in an R relationship are trapped. It is determined whether the requested property
(being accessed via a reader method) is inherited. If so, the prescribed inheritance is manifested via a
computation and the return of a legitimate value. Otherwise, the run-time exception is passed up.
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6. VML PART RELATIONSHIP

In this section, we present the two components, amely, the PartWhole instance type and the PartWhole
instance—instance type, that define the VML PartWhole metaclass and integrate the part relatlonsmp
into the VM. object model.

6.1. PartWhole instance type

The PartWhole instance type defines the additional behavior for the classes that participate in part
relationships. Again, let us recall that, in our second framework, classes are assumed to be objects
themselves. So, the behavior pertains to the classes and not their instances. The behavior {methods) is
divided into three groups, as denoted by the comments in the following specification of the PartWhole
instance type’s public interface’™: -

OBJECTTYPE PartWhole InstType SUBTYPEOF Metaclass IngtType;
INTERFACE
METHODS
/
// Group 1
r . .
make {someParts: {0QID}): OID;
deleteObject (anObject : QID);
/f
// Group 2
r
defPartRelshps (scmeRelshps: {PartRelationshipTypel)
defWholeClasses {someClasses: {0OID});
!
// Group 3
/i
exclusiveness (aClass: 0ID): ExclusivenessType;
minMultiplicity{aClass: OID}: INT;
maxMultiplicity(aClass: OID}: INT;
dependency(aClass: 0ID): DependencyType;
propertyUpwardInherited (propertyName: STRING, aClass: OID}: BOOL;
propertyDownwardInherited (propertyName: STRING, aClass: OID): BOCL;
phi (propertyName: STRING, aClass: OID): STRING;
END;

The two methods in Group 1, make and deleteObject, are the constructor and destructor
methods provided to a class participating in a part relationship. They operate in the exact same
manner as their namesake methods from the first framework, encoding the creation and deletion
semantics, respectively, of the part relationship. Here, they are defined directly in the instance type
of the metaclass. This arrangement is neater than in the first framework where the definitions appear
separately: make is installed by the part preprocessor, while deleteObject is defined in the root. .

1 For the sake of brevity, we have omitted some extraneous details from tha public interface. Also, we forgo any dJscusswn of
the VML syntax which is relatively straightforward [48}.
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The methods denoted by Group 2 are invoked at the class-creation time. They serve to inform the
new class of the part relationships that it is involved in. One will note the asymmetry of the names
of the methods and their parameters. The first method is named defPartRelshps and takes a set
of ‘part relationship structures’ as an argument, while the second is called defWholeClasses and
takes a set of classes as an argument. The first method informs the class of any part relationships in
which it plays the role of the whole class. The related ‘part’ classes and the respective dimensional
data of the part relationships are delivered as a set of simaple vectors (i.e. PartRelationshipType
structures). Thus, all dimensional data of a given part relationship are stored with the whole class
rather than with the part class. This choice is consistent with our view that a part hierarchy is
fundamentally a bottom-up construction. The method defWholeClasses, in confrast, informs the
class of all the part relationships in which it plays the role of the part class. The ‘whole’ classes are
provided as arguments and no dimensional data is needed because those data values are provided to
the respective whole classes (using defPartRelshps). To summarize, defPartRelshps and
defWholeClassesg are used to establish a class’s part relationships and store the dimensional data
associated with each. In this way, they function equivalently to the LoadPartSchema program of the
ONTOS part relationship.

The Group 3 methods are used to query a class in order to obtain values of the characteristic
dirmensions of part relationships that the class participates in. The parameter *aClass’ of each represents
the object identifier (OID) of the part class in the relationship of interest. Overall, these methods operate
equivalently to the public interface of the class PartRelationship from the first framework*. There, the
dimensional data were stored as separate part relationship objects, whereas here that same data are
stored directly with the whole class of the part relationship.

The VML code of the instance type definitions and class definitions for the schema of Figure 1 is
OBJECTTYPE VehicieType;

PROPERTIES

manufacturer: STRING;

vehiclelID: INT;
END;

CLASS Vehicle
INSTTYPE VehicleType
END;

OBJECTTYPE CarType SUBTYPECQF VehicleType;
END;

CLASS Car METACLASS PartWhcle
INSTTYPE CarType
INIT Car->defPartRelshps{{{thePartClass: FEngine,
exclusiveness: GLOBAL_EXCLUSIVE,
multiplicity: [min: 0, max: 137,
dependency: NIL,

H There is a slight difference here regarding the way the intheritance information is retrieved. A pair of predicates and a ‘mapping’
function are defined [2] to aid the operation of the so-called NOMETHOD clause. Note, however, that the obtainable dimensional
information is identical.
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upSet : {*horsepower’},
downSet : A}, :
phi: { [ horgepower’,’identity’]}]

3]

END;

OBJECTTYPE BoatType SUBTYPEQF VehicleType;
END;

CLASS Boat
INSTTYPE BoatType
INIT Boat->defPartRelghpg{{thePartClass: Engine,
exclusiveness: GLOBAL EXCLUSIVE,

multiplicity: [min: 0, max: 21,
dependency: NIL,

upSet: {"horsepower’},

‘downSet : {}.

phi: { [* horsepower’, 'add’]}]

BND;

OBJECTTYPE EngineType;

PROPERTIES
horsepower: INT;
END; :

CLASS Engine

INSTTYPE EngineType

INIT Engine->defWholeClaases ({Car, Boat}}
END;

Above each class definition, we see a corresponding object type specification, which is the instance
type of the respective class. The properties of the classes are defined there. In the definitions of the
classes Car and Boat, we find invocations of the method def PartRelshps (in their ‘INIT clauses).
These invocations, as noted above, occur at the class-creation time. For example, defPartRelshps
informs the class Car, at its creation time, about its participation as the whole class in a part relationship
whose part class is Engine. Additionally, the relationship’s dimensions are as foHows. It is globally
exclusive, has a minimum multiplicity of zero and a maximum of one and does not exhibit any
dependency. Since the upSet contains horsepower, that property is inherited by Car from Engine.
The inheritance is invariant [2] as indicated by the mapping of korsepower to the identity operator in
phi. Thus, the value of horsepower will be passed up unchanged. There is no downward inheritance
because the downSet i§ empty.

The part relationship between Boat and Engine differs slightly from that between Car and Engine.
As we see in the call to defPartRel shps in Boat’s definition, the maximum multiplicity is two and
the inheritance of horsepower is additive transformational, due to the mapping of horsepower 1o ‘add’
in phi. Therefore, the upward-inherited horsepower value of the whole (boat) will be derived from a
summation of the values at the related parts (engines).

The invocation of defWholeClasses in the class Engine, establishing the fact that Engine is the
part class in two part relationships, completes the definition of the part schema. Since Engine is a leaf
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in the part hierarchy in our simple schema, there is no need to invoke def PartRelshps with respect
to if; it is not serving in the role of the whole class in any relationship. Likewise, there is no need to
invoke defwholeClasses for Car and Boat since each is at the top of the part hierarchy.

6.2. PartWhole instance-instance type

Qur VML specification of the schema above was still lacking the instance—instance type definition.
The PartWhole instance—-instance type implicitly supplements the definitions-of the classes of the part
hierarchy by giving their instances additional methods pertaining to the part relationship. Specifically,
those methods allow the instances to connect, disconnect and reconnect themselves with respect to part
relationships. The instances can also be queried regarding their related parts and wholes. In this manner,
the PartWhole instance—instance type holds the same place in the second framework as the root class
PartWholeObject does in the first. Moreover, the instance—instance type implements the part—whole
inheritance.
The public interface of the PartWhole instance—instance type is as follows:

OBJECTTYPE PartWhole InstInstType SUBTYPEOF Metaclass_InstInstType;
INTERFACE
METHCDS

addPart {aPart: 0ID}: BOOL;

removePart (aPart: 0ID): BOOL;

replacePart (oldPart: OID, newPart: OID): BOCL;

getParts(): {0ID};

getWholes () : {OID};

All the methods here function identically to the corresponding methods of PartWholeObject (see
Section 4.2 for details).

7. CONCLUSION

We have presented two frameworks for incorporating semantic relationships into an existing CODB
system that was not originally built to support them. The first framework is valid for most target QODB
systems; it assumes only that the system supports manifest type. The second framework relies on the
existence of a metaclass mechanism. Each framework does require an existing formal dimensional
characterization of the semantic relationship of interest.

The primary benefit of either framework is the fact that they allow application developers to easily
exploit the expressiveness of various semantic relationships. The developers are freed from the tedious
task of hand-coding the proper behavior associated with the relationship each time they build a
system. Instead, they simply produce a declarative specification of the desired relationships and let
the OODB system enforce the proper semantics automatically. Their applications can then readily
connect, disconnect, reconnect and query various objects with respect to the semantic relationship of
interest, while knowing that the integrity of the relationship is being maintained.

In order to demonstrate the viability of our frameworks, we presented the details of integrating
a part—whole semantic relationship into the ONTOS OQODB system. We have also presented the
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integration of the part relationship into VML. The PartWhole metactass has been distributed as a
portion of the VML metaclass library.

As for future work, several other semantic relationships need to be implemented, including the
ownership relationship. An issue that would benefit from further investigation is schema evolution.
Currently, all semantic relationship meta-data is assumed to be immutable. Any tampering with that
data by an application program could lead to a breakdown in the maintenance of the proper semantics
for the entire database. Allowing the semantic relationships to evolve, whether in terms of the addition
of new relationships or the modification of the dimensional values of existing ones, may be desirable.
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